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Abstract. ITAndroids was reestablished in mid-2011 by undergradu-
ate students at the Technological Institute of Aeronautics. In the past,
ITAndroids was a successful robotics competition group, winning several
competitions in Brazil and Latin America. Unfortunately, the team dis-
mantled and the expertise was lost over years of inactivity. After reestab-
lished, the team has already won several competitions, especially in Latin
America. This paper describes our developments in 3D Soccer Simula-
tion, including development of an ZMP based omnidirectional walking
engine, a kick algorithm, a positioning mechanism based on Delaunay
Triangulation and use of particle filters for robot localization. Moreover,
we discuss our plans for future development.

1 Introduction

ITAndroids is a robotics research group at Technological Institute of Aeronau-
tics. The group was founded in 2006 by Jackson Matsuura. As required by a
complete endeavor in robotics, the group is multidisciplinary and contains about
30 students from different undergraduate engineering courses.

In the last 3 years, we have achieved good results in competitions, especially
in Latin America:

– 10th place in RoboCup 2D Soccer Simulation in RoboCup 2012;
– 1st place in RoboCup 2D Soccer Simulation in Latin American Robotics

Competition (LARC) 2012;
– 2nd place in RoboCup 3D Soccer Simulation in LARC 2012;
– 3rd place in IEEE Humanoid Robot Racing in LARC 2012;
– 12th place in RoboCup 2D Soccer Simulation in RoboCup 2013
– Top 12 in RoboCup 3D Soccer Simulation in RoboCup 2013;
– Top 12 in RoboCup 3D Soccer Simulation in RoboCup 2013;
– 1st place in RoboCup 2D Soccer Simulation in Brazilian Robotics Competi-

tion (CBR) 2013;
– 2nd place in RoboCup 3D Soccer Simulation in CBR 2013;
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– 1st place in RoboCup 2D Soccer Simulation in LARC 2014;
– 2nd place in RoboCup 3D Soccer Simulation in LARC 2014;
– 3rd place in RoboCup Humanoid KidSize in LARC 2014.

Our progress was largely supported by RoboCup community. Our current
code is based on magmaOffenburg Agent-Framework (magma-AF) [1]. Many of
our ideas were inspired by other teams work. Our first omnidirectional walk
mechanism developed by our team was based on UT Austin Villa [2]. Also,
we adapted a positioning mechanism developed by the 2D Soccer Simulation
team HELIOS [20]. Furthermore, we have implemented a particle filter for robot
localization.

This paper presents our recent development efforts. Sec. 2 describes our most
important attempts in building a fast and stable walk. Sec. 3 presents an algo-
rithm for kicking where we use the same balancing strategy that we use for
walking. Sec. 4 presents a positioning method based on Delaunay Triangulation
(DT) [24] that was adapted from the 2D Soccer Simulation team HELIOS. Sec.
5 explains how our robot localizes itself in the field. Finally, Sec. 6 concludes the
paper and shares our vision for future implementation.

2 Walking

In 3D Soccer Simulation league, most actions of the robots are highly dependent
on its ability to walk. Therefore, a great amount of our team efforts was focused
on walking. In order to find a good walking method, several ideas were tested.
Our lastest walking models are described in this section.

2.1 Parametric Omnidirectional Walk

One of the walking methods tested by our team was based on [2]. The walking
engine developed used a similar parametrization for the trajectory. However,
our development was focused on being able to achieve a fast and stable walking
without the need of using much computational resources during the optimization
process.

On the optimization of the parameters of a walking trajectory, one of the
biggest problems is the need of adapting the parameters to different goals. The
two main goals in this task are walking as fast as possible and being as stable as
possible. Since the combination of more than one goal on the same evaluation
function commonly does not provide a good tradeoff between these goals, the
problem was divided in two coupled optimization problems with different sets of
parameters to be optimized and different goals for each problem.

The first problem was maximizing the stability of the movement keeping the
speed constant. However, in order to take into account the influence of the size
of the step in the movement stability, we kept the ratio between the size and
the duration of the step constant and not both of these parameters. The second
problem was to increase the speed of the robot as much as possible without
making the movement too unstable.
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The major advantage of this aproach is that, using each parameter to opti-
mize the feature of the walking that is more influenced by it, the influence of
a change on a parameter is noticed earlier; thus, allowing a faster optimization
process. For instance, the height to which the moving foot of the robot is lifted
during a step influences the stability of the movement, but it does not influence
the speed of the movement unless the feet of the robot are sliding on the floor.
Therefore, a evaluation function that considers both the speed and the stability
of the movement might fail to notice this change in the stability while it would
be much easier to notice it if considering only the stability of the robot.

In the end, the optimization was composed of two alternating steps, one mak-
ing the movement as stable as possible while keeping the speed constant and the
other one increasing the speed as much as possible while keeping the other pa-
rameters constant. Using this strategy, it was possible to manually tweak the
parameters and achieve a reasonable fast and stable motion. In the future, we
intend to adapt this strategy to a method for automatically setting the param-
eters without the need of much computational effort.

2.2 ZMP Based Omnidirectional Walking Engine

In general terms, the walking engine follows the flux presented on Figure 1. The
input to the algorithm is the desired velocity v = [vx, vy, vψ]T with respect to
the local coordinate system of the robot. Then, at the beginning of a new step,
poses for the torso and the swing foot are selected for achieving the expected
displacement at the end of the step. So, a trajectory for the center of mass
(CoM) that keeps the Zero Moment Point (ZMP) at the center of the support
foot is computed by using an analytic solution of the 3D-LIPM equation. We
approximate the CoM by a fixed position in the torso. The trajectory of the swing
foot is obtained by interpolating between the initial and final poses of this foot.
Finally, joints angles are calculated through Inverse Kinematics (IK) considering
the poses of the support and swing feet. Note that the module “Next Torso and
Swing Poses Selector” is called once for step, while the others are executed at
the update rate of the joints.

Next Torso
and Swing
Foot Poses

Selector

CoM
Trajectory
Generator

Swing Foot
Trajectory
Generator

Feet Poses
Calculator

Inverse
Kinematics

Solver
Joints

v =
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Fig. 1. Walking Engine overview.
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A humanoid robot must satisfy dynamical constraints to remain stable. More-
over, the robot geometry imposes constraints: leg reachability is limited by leg
physical dimensions and we also do not want movements where the legs collide.
To achieve dynamic stability, our strategy is to generate a CoM trajectory that
keeps the ZMP at the center of the support foot during single support. We may
at least restrict the initial and final positions of this CoM trajectory, as will be
explained below. Hence, our requirement is to have the robot matches the om-
nidirectional model only at the beginning and at the end of the step. Assuming
constant v, we may compute the expected pose after a step duration T :
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For our multibody humanoid robot, it is convenient to select a body part as
representative of the whole robot motion: we choose the torso for this. Thus, at
the beginning of a new step, given the current torso and swing foot poses, an
algorithm plans the torso and swing foot poses at the end of the step to make
the torso arrive at the pose dictated by Equation (1) while trying to satisfy
geometric constraints. This algorithm is based mainly on heuristics.

We still need to move the robot without losing balance. To reason about
the robot dynamics, we approximate it using the 3D Linear Inverted Pendulum
Model (3D-LIPM) [12]:

xZMP = xCoM −
zCoM
g

ẍCoM (2)

Where xZMP = [xZMP , yZMP ]T is the ZMP position, xCoM = [xCoM , yCoM ]T

is the CoM position, zCoM is the CoM height, and g is the acceleration of gravity.
The ZMP is kept at the center of the support foot during single support and
moves it from the current support foot to the next one during double support.

However, the difference between the multibody humanoid robot dynamics
and 3D-LIPM and perturbations, such as external forces and uneven terrain,
will prevent the ZMP to match the reference. The robot is able to accommo-
date ZMP error up to the margins of the support polygon without tipping,
which is often sufficient to allow open-loop walking if no strong perturbations
are present. Nevertheless, closed-loop balancing strategies are useful to make the
walking more robust. We have tried using the angular velocities measured from
the gyrometer to stabilize the walk, which proved effective.

Unfortunately, due to lack of time, our current code still uses the walking
engine described in the previous subsection. Nevertheless, we have developed the
walking engine explained in this section for our Humanoid KidSize robot. This
engine have proved to work adequately both in simulation and in the real robot.
Thus, we expect to have this new walking engine integrated with our Soccer 3D
code long before the competition.
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3 Kick

We consider that kicking is a motion where the biped starts in a stand position,
kicks the ball and returns to the same stand position. Moreover, during kick-
ing, one foot is taken off the ground, henceforth referred as kicking foot, while
the other one is kept on the ground as support foot. This description suggests
breaking the motion in phases, thus we divided it in the following 5 phases:

– Phase A: the robot moves the ZMP to the center of the support foot to allow
the kicking foot to be taken off the ground in the next phase without balance
loss.

– Phase B: the robot takes the foot off the ground and position it to prepare
for kicking the ball.

– Phase C: the robot kicks the ball.
– Phase D: the robot places the kicking foot on the ground.
– Phase E: the robot goes back to the stand position (ZMP is moved to the

torso projection on the ground).

During phases B, C and D, the robot is in single support, so stability is
of concern. Based on this perception, we use the same algorithm we used to
balance walking for balancing kicking. Again, we constraint the CoM to maintain
a constant height zCoM , so the dynamics becomes linear.

The current kick integrated in our code is the one from the base team
(magma). We expect to implement the algorithm explained in this section soon.

4 Positioning Using Delaunay Trangulation

A technique popularized by Helios in the 2D Soccer Simulation League, the
Delaunay Triangulation Positioning [20] consists of hard-coding the players’s
positions for a certain number of ball positions, and then computing the team’s
positioning for any ball position through a 2D linear reduction based on the
formations for the known ball positions. Our team adapted this idea to the 3D
Simulation.

More specifically, the triangulation works on a set of possible positions for
the ball, each of which containing the ideal positions for the players if the ball
happens to be there. The Delaunay Triangulation is such that all circumcircles
are empty, the resulting grid of triangles produces a graph covering the whole
field. In order to compute the triangulation, we used the library [22].

After the triangulation is done, we can calculate the linearization parameters
in order to smoothly adjust the positions in which the player will be. To do so,
we use for each triangle a linear funtion of the ball position to determine the
position in which a given player will be if the ball is inside that triangle. In order
to determine the linear function, it is stated that, in the vertices, all players
should position as asigned. This way, it is possible to smoothly interpolate the
positions assigned to each player to an arbitrary ball position.
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Until now, our efforts were mainly focused on constructing a parser com-
patible to the formation editor released by Helios in the 2D Soccer Simulation
League [23] and implementing the linear functions to perform the interpolation.
Therefore, we are currently using the same formation configuration used in agent
2d [6]. In the future, the team intends to adapt the positioning in order to better
fit the specific aspects of the 3D Soccer Simulation League. Also, the team aims
to use this thecnique to predict the positioning of other teams as already done
by some teams in the 2D Soccer Simulation League [20, 21].

5 Localization

5.1 Stochastic Modeling

The robot state s = [x y ψ] can be written in as a function of its previous state,
as in following: xkyk

ψk

 =

xk−1yk−1
ψk−1

 +

ukxuky
ukψ

 (3)

In which uTk is a multivariate gaussian vector with mean [µx µy µψ], given
by the odometry information, and covariance matrix σk.

The vision returns information about landmarks observed. The probability
density function associated to the robot observation of the point a associated to
the landmark m at time k, pma,k(z0|s0:k), is a multivariate gaussian function with
mean µmpoint a,k and covariance matrix σmpoint a,k.

5.2 Particle filters

The localization is responsible for recursively estimating the robot‘s state in the
field, i.e. the vector s = [x y ψ]. However, the robot is not able to observe directly
its state. Therefore, in order to estimate its state, informations from the odom-
etry and from the computational vision are merged using a stochastic algorithm
known as particle filter. This algorithm aims to approximate the probability den-
sity distribution function by the density of a set of discrete hipothesys named
particles. Each particle j can be understood as a hypothesys [x(i) y(i) ψ(i)]. This
algorithm was implemented as described in [11] and is explained in algorithm 1.

The mathematical model described in the Stochastic Modeling subsection
was simulated in a simulator built using Matlab. This simulator is a tool for
debuging localization algorithms. It was implemented to simulate the behavior
of the localizations signals considering a 2D environment. It simulates the robot’s
kinematics and observations, including the randomness. The simulator also has
a MEX interface, therefore it can be used to test both MATLAB localization
code and C++ code. The fig. 5.2 shows the simulator.

Then, the obtained signals were processed using the techniques previously
described. 200 particles were used and the results have shown that the algorithm
delivered very accurated results, as shown in fig. 5.2.
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begin
for i = 1, ..., Np do

Draw s
(i)
k with p(s0|z0);

w
(i)
k ←

1
Np

;

end
for every k do

for i = 1, ..., Np do

Draw s
(i)
k with p(sk|s(i)k−1);

ŵ
(i)
k ← w

(i)
k−1p(zk|s

(i)
k );

end

B ←
∑Np
k=1 ŵ

(i)
k ;

for i = 1, ..., Np do

w
(i)
k ←

ŵ
(i)
k
B ;

end

Neff ← 1∑Np
k=1

w
(i)
k

2 ;

if Neff > 0.4 then
Ressample;

end

end

end

Algorithm 1: Localization Algorithm.

Fig. 2. Localization simulator

6 Conclusions and Future Work

This paper presented the latest efforts of team ITAndroids 3D. In the last 3
years, we have won several competitions, especially in Latin America.

Our fast progress was highly supported by the RoboCup community: our cur-
rent code is based on magma-AF base team [1] and most of our implementation
was greatly inspired by other teams work [2, 20, 15–19].
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Fig. 3. Localization results.
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For immediate work, we expect to focus on implementing and tuning some of
the methods described in this paper. We expect to accomplish this long before
RoboCup. Moreover, since we are reaching a state where our low level skills are
reliable, we intend to start focusing in our decision making, which is currently
very simple.
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